**MapReduce Exercises**

Mining of Massive Datasets book (exercises of section 2.3)

**Exercise 2.3.1**

Design map-reduce algorithms to take a very large file of integers and produce as output:

**(a) The largest integer.**

Map function: It takes input and returns (key= 1, value= max(value)) for each entry.

Reduce function: Map Function send all inputs with key=1 thus Reduce Function need to only return Max value with key=1.

**(b) The average of all the integers.**

Map function: It takes input and return (key=1, value= (w,a)), where w is weight and a is average.

Reduce function: Calculate weighted average on value list where the key is fixed:
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**(c) The same set of integers, but with each integer appearing only once.**

Map function: It takes input and returns (key= input, value= input) for each entry.

Reduce function: Key list is output.

**(d) The count of the number of distinct integers in the input.**

Map function: It takes input and returns (key= input, value= input) for each entry.

Reduce function: Number of distinct integers:

[![F2](data:image/png;base64,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)](https://github.com/E008001/Minnig-of-massive-datasets-Exercises/blob/master/f2.png)

# Exercise 2.3.1 :

**Design MapReduce algorithms to take a very large file of integers and produce as output:  
(a) The largest integer.  
(b) The average of all the integers.  
(c) The same set of integers, but with each integer appearing only once.  
(d) The count of the number of distinct integers in the input.**

**solution:**  
(a)  
Map function : take inputs and return ( value = max(inputs value) , key = 1 ).  
Reduce function : return the max of key=1.

(b)  
Map function : take inputs and return ( inputs value , 1 ).  
Reduce function : take a list value of maptask with key=1 and return (average [list of value] , 1 ).

(c)  
Map function : take inputs and return ( input , input ).  
Reduce function : the list of keys is the desired output.

(d)  
Map function : take inputs and return (input , 1 ).  
Reduce function : the number of distinct integers is a count of the value with key=1

# Exercise 2.3.2 :

**Our formulation of matrix-vector multiplication assumed that the matrix M was square. Generalize the algorithm to the case where M is an r-by-c matrix for some number of rows r and columns c.**

**solution :**

assume that

* v must have c components
* v will fit into memory

Map function : take all matrix values as input and return ( MijVj , c).  
Reduce function : Each key corresponds to a component of the vector v whose value is just the sum of the values associated with each key.

# Exercise 2.3.4 :

**Selection can also be performed on bags. Give a MapReduce implementation that produces the proper number of copies of each tuple t that passes the selection condition. That is, produce key-value pairs from which the correct result of the selection can be obtained easily from the values.**

**solution:**  
Map function : return (t,1) for each t.  
Reduce function : take (t,[1,...,1]) and return (t,sum[1,...,1])

# Exercise 2.3.5 :

**The relational-algebra operation R(A,B) ⊲⊳ B<C S(C,D) produces all tuples (a, b, c, d) such that tuple (a, b) is in relation R, tuple (c, d) is in S, and b < c. Give a MapReduce implementation of this operation, assuming R and S are sets.**

**solution :**  
Map function : take ((a,b),1) and ((c,d),1) and return ((b,(R,a)),1) and ((c,(S,d)),1).  
Reduce function : take values of Maptask and for each pair that b<c return(a,b,c,d).

sajede

## Exercises for Section 2.3

### ****Exercise 2.3.1****

#### i:

#### map: For each tuple t, emit a key/value pair (t, t)

#### Reduce: Apply max to the list of all key

Emit the key/value pair (x,x), where x = max ([t] t in key value)

#### ii:

#### map: For each tuple t, emit a key/value pair (t, t)

#### Reduce: Apply Averag to the list of all key

Emit the key/value pair (x,x), where x = Averag([t] t in key value)

### ****Exercise 2.3.5****:

#### map: For a tuple (a,b) in R emit a key/value pair (b, (‘R’,a))

#### For a tuple (c,d) in S, emit a key/value pair(c, (‘R’,d))

#### Reduce: for each (b, (‘R’,a)) and (c, (‘R’,d)) if key b< key c then emit a key/value pair ((a,b),(c,d)) Otherwise, emit a key/value pair (t, NULL)

# Exerciese for Section 2.3 (Mining of Massive Datasets)

## Exercise 2.3.1 :

Design map-reduce algorithms to take a very large file of integers and produce as output:   
(a) The largest integer.   
(b) The average of all the integers.   
(c) The same set of integers, but with each integer appearing only once.   
(d) The count of the number of distinct integers in the input.

### solution (a)

Map : for each inteager i in the file , emit key-value pair(m,i)  
Reduce:input of this task is pair thet this key is m ,and associated value is lis[i1,...,in].that each ij is value of pair of output of map task.output of reduce task is pair(m,max{i1,...,in})  
notice that max is a associative and commutative function,we can produce only one pair (m,max{i1,...,in}) in map task.

### solution (b)

Map : for each inteager i in the file , emit key-value pair(m,i)  
Reduce:input of this task is pair thet this key is m,and associated value is list[i1,...,in] that each ij is value of pair of output of map task.output of reduce task is pair(1,averge{i1,..,in})

### solution (c)

Map : for each inteager i in the file , emit key-value pair(i,i)  
Reduce:input of this task is pair thet this key is i,and associated value is lis[i,..,i].that each i is value of pair of output of map task. output of reduce task is pair(i,i)   
it produces exactly one pair (i,i) for this key i.  
The second method: Map: for each inteager i in the file,emite key-value pair(i,1)  
Reduce: turn the value list into 1.  
note the result is obtain from the keys of the output.

### solution (d)

we sould use two map-reduse   
1: Map : for each inteager i in the file , emit key-value pair(i,i)  
Reduce:input of this task is pair thet this key is i,and associated value is lis[i,..,i].that each i is value of pair of output of map task. output of reduce task is pair(i,i)   
it produces exactly one pair (i,i) for this key i.   
2: Map : for each inteager i in the file , emit key-value pair(1,1)   
Reduce : input of this task is pair thet this key is 1 ,and associated value is lis[1,..,1].that each 1 is value of pair of output of map task.output of reduce task is pair(1,sum{1,...,1}).output of reduce task is number of distinct integers in the input.

## Exercise 2.3.2 :

Our formulation of matrix-vector multiplication assumed that the matrix M was square. Generalize the algorithm to the case where M is an r-by-c matrix for some number of rows r and columns c.

### solution

The matrix M and the vector v each will be stored in a file of the DFS. We assume that the row-column coordinates of each matrix element will be discoverable, either from its position in the file, or because it is stored with explicit coordinates, as a triple (i, j,mij). We also assume the position of element vj in the vector v will be discoverable in the analogous way.   
The Map Function: Each Map task will take the entire vector v and a chunk of the matrix M. From each matrix element mij it produces the key-value pair (i,mijvj). Thus, all terms of the sum that make up the component xi of the matrix-vector product will get the same key.   
The Reduce Function: A Reduce task has simply to sum all the values associated with a given key i. The result will be a pair (i, xi)  
If the Vector v Cannot Fit in Main Memory   
we can divide the matrix into vertical stripes of equal width and divide the vector into an equal number of horizontal stripes, of the same height. Our goal is to use enough stripes so that the portion of the vector in one stripe can fit conveniently into main memory at a compute node.  
The ith stripe of the matrix multiplies only components from the ith stripe of the vector. Thus, we can divide the matrix into one file for each stripe, and do the same for the vector. Each Map task is assigned a chunk from one of the stripes of the matrix and gets the entire corresponding stripe of the vector. The Map and Reduce tasks can then act exactly as was described above for the case where Map tasks get the entire vector.

## ! Exercise 2.3.3 :

In the form of relational algebra implemented in SQL, relations are not sets, but bags; that is, tuples are allowed to appear more than once. There are extended definitions of union, intersection, and difference for bags, which we shall define below. Write map-reduce algorithms for computing the following operations on bags R and S:   
(a) Bag Union, defined to be the bag of tuples in which tuple t appears the sum of the numbers of times it appears in R and S.  
(b) Bag Intersection, defined to be the bag of tuples in which tuple t appears the minimum of the numbers of times it appears in R and S.  
(c) Bag Difference, defined to be the bag of tuples in which the number of times a tuple t appears is equal to the number of times it appears in R minus the number of times it appears in S. A tuple that appears more times in S than in R does not appear in the difference.

### solution (a)

Map: for each tuple t in R and S emit key-value pair(t,t)   
Reduce: input: (t,t) output : (t,t)

### solution (b)

1: Map: for each tuple t in R emit key-value pair((t,R),1) and for each tuple t in S emit key-value pair((t,S),1)   
Reduce : input:((t,R),[1,..,1])or((t,S),[1,..,1]) output: ((t,R),sum[1,..,1]=m)or((t,S),sum[1,..,1]=n)  
2: Map:input: ((t,R),m) or ((t,S),n) output:(t,m)or(t,n)   
Reduce: input:(t,[m,n]) output:(t,min(m,n)=d)   
3: Map: input: (t,d) output:(t,d)   
Reduce: input:(t,d) output:produce d tuple(t,t).

### solution (c)

1: Map: for each tuple t in R emit key-value pair((t,R),1) and for each tuple t in S emit key-value pair((t,S),1)   
Reduce : input:((t,R),[1,..,1])or((t,S),[1,..,1]) output: ((t,R),sum[1,..,1]=m)or((t,S),sum[1,..,1]=n)  
2: Map:input: ((t,R),m) or ((t,S),n) output:(t,m)or(t,n)   
Reduce: input:(t,[m,n]) output:(t,m-n=d)   
3: Map: input: (t,d) output:(t,d)   
Reduce: input : (t,d) output : produce d tuple(t,t).(if d=<0,prodce nothing)

## ! Exercise 2.3.4:

Selection can also be performed on bags. Give a map-reduce implementation that produces the proper number of copies of each tuple t that passes the selection condition. That is, produce key-value pairs from which the correct result of the selection can be obtained easily from the values.

### solution

Map: for each tuple t stisfy C output:(t,1)  
Reduce: input:(t,[1,..,1]) output: (t,sum(1,..,1))

## Exercise 2.3.5 :

The relational-algebra operation R(A,B) ⊲⊳ B<C S(C,D) produces all tuples (a, b, c, d) such that tuple (a, b) is in relation R, tuple (c, d) is in S, and b < c. Give a map-reduce implementation of this operation, assuming R and S are sets.

### solution

Map: For each tuple (a, b) of R, produce the key-value pair (b, (R, a)). For each tuple (c,d) of S, produce the key-value pair (c,(S,d))   
Reduce: if b<c output: ((b,c),[(a1,b,c,d1),(a2,b,c,d2),..]) that is, (b,c) associated with the list of tuples that can be formed from an R-tuple and an S-tuple with condition b<c